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CHAPTER 1   

THE PROBLEM 

1.1  Rationale 

Indie (independent) game developers around the world [1] have been encouraged to reach as 

many as possible potential markets by competitive game development [2] [3]. Polishing the 

games becomes a way how to enhance gamers’ experience [4] as well as shader for 

immersive visual effect optimization. Shader is an algorithm written explicitly to run on a 

computer Graphics Processing Unit [5] which enables extend rendering capability above and 

beyond what fixed-function pipeline can do.  

Shader as part of game polishing phase is usually developed in last iterations of game 

development [6] and need collaboration from developers with different roles i.e. artists and 

programmers [7]. Since shader can only be observed visually when the game is running, 

developers have to rerun the game many times. Suppose that they know the shader doesn’t 

work properly, they stop the game, change the scripts and other resource parameters, 

recompile the game, and rerun the game to see the results [8]. Tweaking is an activity to 

adjust value of variables inside the script or code so that shader will work properly. They 

may have to repeat the process until the shader is working properly. The number of iterations 

becomes uncertain if the shader result is not acceptable. So the shaders may not be included 

into the games by the end of the schedule if theirs don’t work properly. Since the shaders 

tweaking process is in some last iterations of the development, the game might have included 

all resources. This condition causes longer compile time and run time. The process is too 

much time-consuming because shaders tweaking must be also in runtime gameplay and 

might need particular events to simultaneously visually identify shaders.  
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The current conditions of shader tweaking process are difficult [9] and slow [6]. Different 

background knowledge and skill between both roles make them difficult to understand each 

other and also need more time. In indie game studio, most artists are not technical artists as 

described in [10], they have most aesthetics education background [11] but they don’t have 

basic game programming and technical qualification. In current process, artists use 

combination of values and programmers use trial-and-error method to get appropriate shader 

in their game. Verbal communication between them takes a lot of time and many activities 

during shader tweaking are repeated. Different domain collaboration is reported and handled 

by attuning the artist role through intimate iteration or tool development with appropriate 

artistic meaning [9]. COSTART reported that cross-domain collaboration work which 

involves art elements needs both technology-supported and well defined roles in 

collaboration [12]. In MuiCSer approach, multi-disciplinary project in one integrated process 

shall provide appropriate roles and communication among them [13].  

In developing countries like Indonesia, the growth of game industry is mostly by local 

independent developers [14] [15] which have different characteristics than existing foreign 

game companies [16] [17]. The differences between local and foreign studios are number of 

developers, scalability, and game development process. Besides high turnover of developers, 

local indie studios are startup companies where their developers are usually fresh graduates. 

This means developers are divided into artists and programmers without specific roles such 

as technical artists [10]. Local studios have different scalability in development [18]. In 

game development process, indie studios have smaller development team, shorter time to 

release their games, and different development approach for each studio [19]. There aren’t 

technical artists or other roles which can bridge when the need of collaboration between 

artist-programmer is emerged in local indie studios. There isn’t collaboration process model 

which is practical enough for them when they face complex interaction of artists-

programmers.   

There are many existing tools for shader authoring and self-tweaking process. ASHLI [20] is 

a tool with more artist involvement which helps artist authoring new effect and adjusting 

value of shaders. It is a pixel shader compiler and encapsulates the output which means it 

still needs to relink and load the game. There are similar artist-friendly tools, RenderMonkey 

[21] and NVidia FX Composer [22] where they are professional tools from world class 

video-graphics-card vendors. Both of them provide many features for authoring shaders and 

robustness for ‘AAA’ game development. These tools provide shader functions and 
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templates for 3D games and resources meanwhile they become unfit and too exaggeration in 

the need of variables adjustment in tweaking activity.  

Microsoft Visual Studio [23] is one of game development environment with embedded 

HLSL (High Level Shader Language) authoring tool which help programmers compose the 

shaders and track the relations within. It provides effect template for 3D games and don’t 

have tweaking capability. So, programmers must recompile the game each time they tweak 

the shader. Unity3D [24] is an integrated visual development environment which is 

especially dedicated for 3D game development. It helps programmers create shader visually 

and put it where it should be appeared in a game. Programmers usually have difficulty to 

develop 2D game in 3D development environment because it doesn’t fit. It also has shader 

authoring embedded-tools so programmers can statically tweak shader and must recompile 

after they tweak the shaders. 

There are also several current community-based tools which might help shader tweaking 

process such as Shazzam [25] and WPFFX [26] with instant tweaking for artist. Shazzam 

tool helps shader tweaking because it provides script editor and is artist-friendly. The idea 

behind these tools is to help artist and programmer collaboration for shader tweaking in a 

game. Both tools produce HLSL script although not in game development format. It may 

cause different effects to appear in the running game. Programmers will need extra effort for 

integration their output is not intended for game development but for Xaml (eXtensible 

Application Markup Language)-based application development. EffectArchitect [27] offers 

robustness and direct experiencing for on the spot feedback, but it is limited to associate the 

custom parameters to be used for further various tweaking process. It still needed HLSL 

scripting skill to create custom variables and adjust the values.  

All above tools don’t fit with important points that are needed in tweaking collaboration. 

They are store mechanism for actual values of related-variables and translation through 

visually adjustable related-variable. Some of them don’t have synchronous viewer to get 

direct feedback after adjusting related-values. Somehow, the use of tools will improve the 

shader tweaking process as well as encourage both artist and programmer collaboration 

roles. Shaders that is developed for polishing purpose should be a way for indie game studio 

to boost the user experiences of their games, but the real problems come up as time-spent in 

shader tweaking process from uncertain iterations. 
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1.2  Theoretical Framework 

Since understanding the interrelation between the backgrounds to the phenomenon this 

research should be conducted to raise the idea that might leverage the proposed problems 

scientifically. In this sub-chapter, the required steps to conceptualize this research will be 

discussed. There are three theory areas to be concerned in this research: shader development 

process baseline, using tool for shader tweaking process, and shader tweaking experiment. 

1.2.1 Shader Development Process Baseline 

Shader development process is one of polishing process after completing the gameplay. This 

process involves artist and programmer roles to make a shader work well. Baseline is the 

simplest possible of shader tweaking process. This baseline is used as basis measurement to 

be compared to proposed solution. Shader development process will be described in figure 

1.1 below. 
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Figure 1.1 Shader Development Process 
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The process starts from an artist creating the artwork that will be used in shader and a 

programmer codes the script of shader. Both artwork and script must conform to the design. 

Then the programmer combines the artworks and the scripts so they appear together. The 

shader tweaking process involves both roles to get appropriate values for each determined 

parameter. Process uses trial-and-error methods and so it is hard to estimate number of 

iterations and total tweaking time. 

1.2.2 Using Tool for Shader Tweaking Process  

Using tool means that there is a tool that is used for shader tweaking process. The tool is 

developed as part of this research for artist and programmer to improve the baseline. The use 

of the tool will be observed during experiment to find out what happen in shader tweaking 

and its involving collaboration roles and relation with the improvement of shader 

identification, analyzing, and adjustment to eliminate defects. Besides, solution should 

improve information exchange in their communication since their skill is not 

interchangeable.   

1.2.3 Shader Tweaking Experiment  

In order to make sure this research show the impact of implemented idea enable to improve 

the shader tweaking process, there are series of experiment to investigate the use of this 

proposed tool. Hereafter the experiment should able to observe how the behavior can be 

presented directly, precisely, and systematically, besides it also controls in organized 

situation which simulate the appearance in real world including personals who are involved, 

when and where it would be executed, make an experiment is possible to be done. The 

experiment aims the result of the research might have better shader tweaking process in 

game development especially the process with artist-programmer collaboration. 
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1.3  Conceptual Framework 

Conceptual framework on how the use of the tool will fit in the game development. 
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Figure 1.2 Conceptual Framework 

1.3.1 Inputs 

Inputs are game with complete gameplay source and usable features. This condition is 

required because shader is non-gameplay aspect and any gameplay bugs or defects will 

confuse the developers when they tweak the shaders. Important elements of the inputs that 

are fx files conformed to the design and artworks.  

1.3.2 Tweaking Process 

The tweaking process is the activity of both artist and programmer. In the baseline system 

the process includes from starting to recompile the game up to retrieving the final values for 

the related parameters. The tweaking process involves the use of the shader tweaking tool 

and the workflow of using of the tool.  

Hereafter the research should able to observe how the behavior can be presented directly, 

precisely, and systematically. Besides it also controls in organized situation which simulate 

the appearance in real world including personals who are involved, when and where it would 

be executed, make an experiment is possible to be done. It is decided in this research to 

figure out scientifically what happens in shader tweaking process and its involving 

collaboration roles. The main goal of the research is to show the impact of implemented idea 

is able to improve the shader tweaking process. The solution should improve information 
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exchange in their communication since their skill is not interchangeable; improve shader 

identification, analyzing, and adjustment to eliminate defects. The experiment aims the result 

of the research might have better shader tweaking process in game development especially in 

the process with artist-programmer collaboration. 

There are variables related to the proposed problems above. First, it is the knowledge of 

artist and programmer in shader concept and experience which will affect their ability in 

shader tweaking. Second, it is the experience of artist and programmer in collaboration game 

development which will affect their interactions in artist-programmer pairs. Third, it is the 

existence of collaborative shader tweaking tool which affect the tweaking process if 

compared to manual tweaking (without any tweaking tool). All above mentioned variables, 

all of them can be controlled during experiments. There are variables which are needed to 

give responses about what happen and how something happen during experiments. Number 

of iterations and spent time will be recorded and measured as responses to find out the 

relations among controllable variables. 

1.3.3 Outcome 

The outcome will be the game from input with adjusted shaders which the parameters for 

appropriate condition when the game is played. The most important is that there is 

significant improvement in the shader tweaking process when using tool during game 

development than not using it which is measured in the mentioned variables. Improved 

shaders and its tweaking process also can be reflected in time spent and iterations from 

various experiences of developers and different conditions of tweaking process. 
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1.4  Statement of the Problem 

There are identified problems in the baseline system according to previous explanation: 

1. Shader tweaking process has collaboration problems between different roles. They 

are communication problem, difference in skill and knowledge, and difference in 

shading measurement. They influence time spent for tweaking the values of shader. 

2. Current shader tweaking process has uncertain number of iterations which will affect 

the overall project’s schedule and timeline. 

3. Current shader tweaking process has to recompile the whole game as part of 

tweaking activity. Recompiling a complete game takes a significant amount of time. 

1.5  Hypothesis 

From the statement of the problem, there are problems that shall be solved in this research. 

The objective of this research shall be a collaboration system between roles which should 

improve shader tweaking process. They are collaboration of different roles and integrating 

tweaking process so they can achieve appropriate shader to be included into the game. 

Shader collaborative tool is designed and developed not to remove one of role but to 

encourage both roles so that the tweaking process can be improved. The use of shader 

collaborative tool should reduce the time and looped-activities that is needed to tweak the 

shaders.  

1.6  Assumptions 

The motivation behind the hypothesis is that the tool will provide dual interface with their 

semantic for each role that meant to enhance the information transfer between them but not 

to eradicate all verbal communication of them so the shader tweaking will be faster. It also 

isn’t obstructed redundant communication for understanding each intention or to discuss 

inessential matter in tweaking process anymore. Both roles are expected to be able to analyze 

the shader faster and less iteration with new attempted value. The process should be direct 

and concurrent. They are also expected capable to capture the changes in shaders since it 

provides runtime situation which means no need time consuming for recompiling and 

stopping the game to make change. 
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1.7  Scope and Delimitation 

The scope and delimitation describe what criteria in-or-out of boundary for the use of shader 

tweaking tool will work properly. 

1. The games must compatible with HLSL (High-level Shader Lnaguage). 

2. The programmer at least has capability in procedural programming. 

3. The artist at least has knowledge how shader work in game, especially pixel shader. 

4. There must defined input state as initial condition of effects and final state as 

stopping point of tweaking. 

5. The tools run at least in Windows 7 OS with minimum .Net 3.5 Runtime Framework 

and Xna 3.1 Distributable. 

6. The artwork may be Png, Jpg, Jpeg, or Bmp. 

7. There is internet connection for collaboration. 

8. The developers’ computer must have VGA with minimum support for pixel shader 

2.0. 

1.8  Importance of study 

1. The benefit of this research including the tool will be gained for any indie studio as 

long as the game is based on DirectX and its families.  

2. The process of shader development, include the manner of collaboration and 

communication between different roles, might be improved even without the tool. 

3. The tool is simple to operate for indie game artist without many button or shortcut 

such as other 3D tools. 

4. The indie game will get the benefit for inexpensive tool that appropriate for small 

team and short time slot for shader development. 

5. Concept of synchronous data storing mechanism could be implemented in many 

aspect for process improvement in game development.  


